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1,450 fellow students make CS 61A unique
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Everything is posted to cs61a.org
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A course about managing complexity

Mastering abstraction

Programming paradigms

An introduction to programming

Full understanding of Python fundamentals

Combining multiple ideas in large projects

How computers interpret programming languages

Different types of languages: Scheme & SQL

A challenging course that will demand a lot of you
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Alternative to CS 61A with very similar content
  • Data 8 overlaps with ~25% of CS 61A
  • CS 88 overlaps with 50% of CS 61A or more

Both together cover ~75% of CS 61A, enough to skip CS 61A and go directly to CS 61B

Some students take CS 61A after CS 88 for a very thorough introduction to programming

Spring 2020: 3 units and a revised syllabus

80 open seats (as of Wed 1/22)

Monday & Friday 1–2 in 10 Evans

More info: https://cs88-website.github.io/
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Details...

http://cs61a.org/articles/about.html
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• Discuss everything with each other; learn from your fellow students!
• Some projects can be completed with a partner
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The limits of collaboration

• Please don’t look at someone else's code! Exceptions: lab, your project partner, or after you already solved the problem
• Please don't tell other people the answers! You can point them to what is wrong and describe how to fix it, but don't tell them what to type, and don't type for them
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• We really do catch people who violate the rules, and we're getting even better at it.

Build good habits now
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Call Expressions in Python

All expressions can use function call notation
(Demo)
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  - **Operands**: `2`, `,`, `3`
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Anatomy of a Call Expression

Operators and operands are also expressions
So they evaluate to values

**Evaluation procedure for call expressions:**

1. Evaluate the operator and then the operand subexpressions
2. *Apply the function* that is the value of the operator to the *arguments* that are the values of the operands
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\]

\[
\text{mul}(\text{add}(4, 24), 15)
\]

\[
\text{mul}(20, 15)
\]

\[
300
\]
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Operand subexpression
Value of subexpression
1st argument to mul

224
mul(add(4, mul(4, 6)), add(3, 5))

28
mul
add(4, mul(4, 6))

24
mul
mul(4, 6)

28
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add(4, mul(4, 6))

8
add(3, 5)

8
add
3
5

Expression tree
Evaluating Nested Expressions
Functions, Values, Objects, Interpreters, and Data

(Demo)